* To check whether the number is **prime number:**

**package** programs\_on\_numbers;

**public** **class** PrimeNumber {

**public** **static** **void** main(String[] args) {

**int** number=11;

**int** c=0;

**for** (**int** i=2 ; i<=number ;i++) {

**if**(number%i==0) {

c++;

}

}

**if**(c==1) {

System.***out***.println(number + " : is a prime number");

}

**else** {

System.***out***.println(number + " : is not a prime number");

}

}

}

**Output :** 11 : is a prime number

* Print prime number that lies between 50 to 100 : **Prime Number between Range**

**package** programs\_on\_numbers;

**public** **class** PrimeNumberBetweenRange {

**public** **static** **void** main(String[] args) {

**int** number =100;

**int** c=0;

System.***out***.print("Prime numbers are :");

**for** (**int** i=50 ; i<=number ;i++) {

**for** (**int** j=2 ; j<=i ; j++) {

**if**(i%j==0) {

c++;

}

}

**if** (c==1) {

System.***out***.print(" "+ i);

}

**else** {

c=0;

}

}

}

}

**Output :** Prime numbers are : 53 59 61 67 71 73 79 83 89 97

* To reverse the given number : **Reverse Number**

**package** programs\_on\_numbers;

**public** **class** ReverseNumber {

**public** **static** **void** main(String[] args) {

**int** number = 12345;

**int** rev =0;

**int** rem;

**int** i=1;

**while** (i<=number) {

rem = number%10;

rev = rev\*10 + rem;

number = number/10;

}

System.***out***.println("Reverse number is : " + rev);

}

}

**Output :** Reverse number is : 54321

* Swap the given Numbers : **Swap number**

**package** numberProgram;

**public** **class** SwapNumber {

**public** **static** **void** main(String[] args) {

**int** a=12;

**int** b=13;

**int** c;

c=a;

a=b;

b=c;

System.***out***.println("The value of a is:"+a);

System.***out***.println("The value of b is "+b);

}

}

**Output:** The value of a is:13

The value of b is:12

* To print whole number within a given range : **whole Number**

**package** programs\_on\_numbers;

**public** **class** WholeNumber {

**public** **static** **void** main(String[] args) {

**int** a=15;

System.***out***.print("Whole numbers are : ");

**for**(**int** b=0;b<=a;b++) {

System.***out***.print(" "+ b);

}

}

}

**Output :** Whole numbers are : 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

* To print Natural number within a given range : **Natural Number**

**package** programs\_on\_numbers;

**public** **class** NaturalNumbers {

**public** **static** **void** main(String[] args) {

System.***out***.print("Natural numbers are : ");

**int** a=20;

**for** (**int** b=1; b<=a; b++) {

System.***out***.print(" "+b);

}

}

}

**Output :** Natural numbers are : 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20

* To print Odd number within a given range : **Odd Number**

**package** numberProgram;

**public** **class** Oddnumber {

**public** **static** **void** main(String[] args) {

**int** number = 20;

System.***out***.print("Odd numbers are : ");

**for** (**int** i=0 ; i<=number ; i++) {

**if** (i%2==0) {

System.***out***.print(" " + i);

}

}

}

}

**Output :** Odd numbers are : 0 2 4 6 8 10 12 14 16 18 20

* To print ODD-EVEN numbers within a given range : **ODD EVEN NUMBER**

**package** numberProgram;

**public** **class** OddevenNumber {

**public** **static** **void** main(String[] args) {

**for** (**int** a=1; a<=20; a++) {

**if** (a%2==0) {

System.***out***.println("This is even number "+ a);

}

**else** {

System.***out***.println("This is odd number :"+ a);

}

}

}

}

**Output :**

This is odd number :1

This is even number 2

This is odd number :3

This is even number 4

This is odd number :5

This is even number 6

This is odd number :7

This is even number 8

This is odd number :9

This is even number 10

This is odd number :11

This is even number 12

This is odd number :13

This is even number 14

This is odd number :15

This is even number 16

This is odd number :17

This is even number 18

This is odd number :19

This is even number 20

* To print Fibonacci series numbers within a given range : **Fibonacci series**

**package** numberProgram;

**public** **class** FibonnasiSeries {

**public** **static** **void** main(String[] args) {

**int** m=12;

**int** a=0;

**int** b=1;

**int** c;

**int** i=0;

System.***out***.print("FibonnasiSeries is as :");

**while** (i<=m) {

c=a+b;

a=b;

b=c;

i++;

System.***out***.print(" " +c);

}

}

}

**Output :** FibonnasiSeries is as : 1 2 3 5 8 13 21 34 55 89 144 233 377

* To check whether the given number is palindrome or not : **Palindrome Number**

**package** programs\_on\_numbers;

**public** **class** PalindromeNumber {

**public** **static** **void** main(String[] args) {

**int** number=121;

**int** rem;

**int** rev=0;

**int** i=0;

**int** pal = number;

**while** (i<number) {

rem=number%10;

rev=rev\*10+rem;

number=number/10;

}

System.***out***.println(rev);

**if** (rev == pal) {

System.***out***.println(rev + " : is a palindrome number");

}

**else** {

System.***out***.println(rev + " : is not a palindrome number");

}

}

}

**Output :** 121

121 : is a palindrome number

* To print factorial of given number : **Factorial**

**package** programs\_on\_numbers;

**public** **class** FactorialNumber {

**public** **static** **void** main(String[] args) {

**int** number=5;

**int** fact=1;

**for** (**int** i=1;i<=number;i++) {

fact =fact\*i;

}

System.***out***.println("Factorial of the "+ number + " is :" + fact);

}

}

**Output :** Factorial of the 5 is :120

* To check whether the given number is Armstrong number : **Armstrong number**

**package** programs\_on\_numbers;

**public** **class** AromstrongNumber {

**public** **static** **void** main(String[] args) {

**int** number = 1634 ;

**int** rev =0 ;

**int** rem ;

**int** arms = number ;

**while** (number > 0) {

rem = number % 10 ;

rev = rev + rem \*rem \* rem \* rem;

number = number / 10 ;

}

System.***out***.println(rev);

**if** (rev ==arms) {

System.***out***.println(rev + " is a armstrong number");

}

**else** {

System.***out***.println(rev+ " is not a armstrong number");

}

}

}

**Output :** 1634

1634 is a armstrong number

* Print numbers 1\_10 without using for loop :

**package** programs\_on\_numbers;

**public** **class** Print1\_10WithoutUsingForLoop {

**public** **void** myMethod(**int** a){

**if**(a<=10){

System.***out***.println(a);

myMethod(a+1);

}

}

**public** **static** **void** main(String[] args) {

Print1\_10WithoutUsingForLoop w = **new** Print1\_10WithoutUsingForLoop();

w.myMethod(1);

}

}

**Output :**

1

2

3

4

5

6

7

8

9

10

* Find Largest Number from given Number **: Largest Number**

**package** programs\_on\_numbers;

**public** **class** Largest\_Number {

**public** **static** **void** main(String[] args) {

**int** a=56;

**int** b=567;

**int** c =36;

**int** d= 389;

**if**(a>b&& a>c&&a>d)

{

System.***out***.println(a+ " is a largest number");

}

**else** **if**(b>a&& b>c&&b>d)

{

System.***out***.println(b+ " is a largest number");

}

**if**(c>a&& c>b&&c>d)

{

System.***out***.println(c+ " is a largest number");

}

**else** **if**(d>a&& a>b&&a>c)

{

System.***out***.println(d+ " is a largest number");

}

}

}

**Output :**

567 is a largest number

* How to compare the numbers (find big one ) without using if else condition:

**package** programs\_on\_numbers;

**public** **class** CompareNumberWithoutUsingIFCondition {

**public** **static** **void** main(String args[])

{

**int** x=10;

**int** y=20;

**int** max = (x >y) ? x : y;

System.***out***.println("The largest numbers is: "+max);

}

}

**Output :** The largest numbers is: 20

* To print sum of all even numbers from 1 to 15 : **SUM OF EVEN NUMBERS**

**package** programs\_on\_numbers;

**public** **class** EvenNumberSum {

**public** **static** **void** main(String args [ ])

{

**int** i,sum=0;

**for**(i=1;i<=15;i++)

{

**if**(i%2==0)

{

sum=sum+i;

}

}

System.***out***.println("Final sum value is: "+sum);

}

}

**Output :** Final sum value is: 56

* To print product of all even numbers from 1 to 10: **PRODUCT OF EVEN NUMBERS**

**package** programs\_on\_numbers;

**public** **class** EvenNumbersProduct {

**public** **static** **void** main(String args [ ])

{

**int** i,product=1;

**for**(i=1;i<=10;i++)

{

**if**(i%2==0)

{

product=product\*i;

}

}

System.***out***.println("Final product value is: "+product);

}

}

Output : Final product value is: 3840

* To swap two numbers without using third variable : **SWAP WITHOUT** **USING THIRD VARIABLE**

**package** programs\_on\_numbers;

**public** **class** SwapWithoutUsingThirdVariable {

**public** **static** **void** main(String[] args) {

**int** a=10;

**int** b=20;

a=a+b; //a=10+20---->a=30

b=a-b; //b=30-20----->b=10

a=a-b; //a=30-10------>a=20

System.***out***.println("After swapping : " +a+ " " +b);

System.***out***.println("Value of a is :" + a);

System.***out***.println("Value of a is :" + b);

}

}

**OUTPUT :** After swapping : 20 10

Value of a is :20

Value of a is :10

**Pattern Programs :**

**Pattern 1:**

\*

\*\*

\*\*\*

\*\*\*\*

\*\*\*\*\*

**package** patternProgram;

**public** **class** RightAngle {

**public** **static** **void** main(String[] args) {

**for** (**int** a=1;a<=5;a++) {

**for** (**int** b=1; b<=a;b++) {

System.***out***.print("\*");

}

System.***out***.println();

}

}

}
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**Pattern 2:**

\*

\*\*

\*\*\*

\*\*\*\*

\*\*\*\*\*

**package** program\_on\_patterns;

**public** **class** RightAnglePattern2 {

**public** **static** **void** main(String[] args) {

**for**(**int** a=1;a<=5; a++) {

**for** (**int** b=4; b>=a;b--) {

System.***out***.print(" ");

}

**for** (**int** c=1; a>=c; c++) {

System.***out***.print("\*");

}

System.***out***.println();

}

}

}
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**Pattern 3 :**

\*

\* \*

\* \* \*

\* \* \* \*

\* \* \* \* \*

**package** patternProgram;

**public** **class** Pyramid {

**public** **static** **void** main(String[] args) {

**for**(**int** a=1;a<=5;a++) {

**for** (**int** b=4; b>=a;b--) {

System.***out***.print(" ");

}

**for** (**int** c=1;a>=c; c++ ) {

System.***out***.print(" \*");

}

System.***out***.println();

}

}

}
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**Pattern 4:**

\*

\*\*\*

\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*

**public** **class** Pyramid2 {

**public** **static** **void** main(String[] args) {

**for** (**int** a=1;a<=5;a++)

{

**for** (**int** b=4; b>=a;b--)

{

System.***out***.print(" ");

}

**for** (**int** c=1; a>=c;c++)

{

System.***out***.print("\*");

}

**for** (**int** d=2; a>=d; d++)

{

System.***out***.print("\*");

}

System.***out***.println();

}

}

}
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**Pattern 5:**

\*\*\*\*\*\*\*

\*\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*

\*\*\*

\*\*

\*

**public** **class** Pattern {

**public** **static** **void** main(String[] args) {

**for** (**int** a=1; a<=7;a++) {

**for** (**int** b=1; a>=b; b++)

{

System.***out***.print(" ");

}

**for** (**int** c=7; c>=a; c--)

{

System.***out***.print("\*");

}

System.***out***.println();

}

}

}
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**Pattern 6:**

\*\*\*\*\*

\* \*

\* \*

\* \*

\*\*\*\*\*

**public** **class** HollowPattern {

**public** **static** **void** main(String[] args) {

**for** (**int** a=1; a<=5; a++) {

**for** (**int** b=1;b<=5;b++) {

**if** (a>=2 && a<=4 && b>=2 && b<=4) {

System.***out***.print(" ");

}

**else** {

System.***out***.print("\*");

}

}

System.***out***.println();

}

}

}
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**Pattern 7:**

\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*

**public** **class** FullBlock {

**public** **static** **void** main(String[] args) {

**for** (**int** a=1;a<=5;a++) {

**for** (**int** b=1 ; b<=5; b++) {

System.***out***.print("\*");

}

System.***out***.println();

}

}

}
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**Pattern 8:**

\*\*\*\*\*

\*\*\*\*

\*\*\*

\*\*

\*

**public** **class** DownRightAngle {

**public** **static** **void** main(String[] args) {

**for** (**int** a=1;a<=5;a++) {

**for**(**int** b=5; b>=a; b--) {

System.***out***.print("\*");

}

System.***out***.println();

}

}

}
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**Pattern 9 :**

\*

\*

\*

\*

**public** **class** DiagonalPattern {

**public** **static** **void** main(String[] args) {

**for** (**int** i=1;i<=4;i++)

{

**for** (**int** j=4;j>i;j--)

{

System.***out***.print(" ");

}

**for** (**int** k=1; k<=i; k++)

{

**if** (i>=2 && k>1)

{

System.***out***.print(" ");

}

**else**

{

System.***out***.print("\*");

}

}

System.***out***.println();

}

}

}
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**Pattern 10:**

\*

\*

\*

\*

\*

**public** **class** DiagonalPattern2 {

**public** **static** **void** main(String[] args) {

**for** (**int** a=1; a<=5; a++)

{

**for** (**int** b=1; a>=b; b++) {

**if** (a>=2 && b<=(a-1)) {

System.***out***.print(" ");

}

**else** {

System.***out***.print("\*");

}

}

System.***out***.println();

}

}

}
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**Pattern 11 :**

\*\*\*\*

####

\*\*\*\*

####

**public** **class** Star\_Pattern\_1 {

**public** **static** **void** main(String args[ ])

{

**for**(**int** i=1;i<=4;i++)

{

**for**(**int** j=1;j<=4;j++)

{

**if**(i%2==0) //(i==2||i==4)

{

System.***out***.print("#");

}

**else**

{

System.***out***.print("\*");

}

}

System.***out***.println(" ");

}

}

}
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**Pattern 12 :**

\*#\*#

\*#\*#

\*#\*#

\*#\*#

**public** **class** Star\_Pattern\_2 {

**public** **static** **void** main(String args[ ])

{

**for**(**int** i=1;i<=4;i++)

{

**for**(**int** j=1;j<=4;j++)

{

**if**(j==2||j==4)//(j%2==0)

{

System.***out***.print("#");

}

**else**

{

System.***out***.print("\*");

}

}

System.***out***.println(" ");

}

}

}
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**Pattern 13:**
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222
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**public** **class** Star\_Pattern\_3 {

**public** **static** **void** main(String args[ ])

{

**for**(**int** i=1;i<=3;i++)

{

**for**(**int** j=1;j<=3;j++)

{

System.***out***.print(i);

}

System.***out***.println();

}

}

}
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**Pattern 14:**

123

123

123

**public** **class** Star\_Pattern\_4 {

**public** **static** **void** main(String args[ ])

{

**for**(**int** i=1;i<=3;i++)

{

**for**(**int** j=1;j<=3;j++)

{

System.***out***.print(j);

}

System.***out***.println();

}

}

}
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**Pattern 15:**
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**public** **class** Star\_Pattern\_5 {

**public** **static** **void** main(String args[ ])

{

**int** a=1;

**for**(**int** i=1;i<=3;i++)

{

**for**(**int** j=1;j<=3;j++)

{

System.***out***.print(a);

a++;

}

System.***out***.println();

}

}

}
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**Pattern 16 :**

AAA

BBB

CCC

**public** **class** Star\_Pattern\_6 {

**public** **static** **void** main(String args[ ])

{

**char** ch='A';

**for**(**int** i=1;i<=3;i++)

{

**for**(**int** j=1;j<=3;j++)

{

System.***out***.print(ch);

}

ch++;

System.***out***.println();

}

}

}
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**Pattern 17:**

ABC

ABC

ABC

**public** **class** Star\_Pattern\_7 {

**public** **static** **void** main(String args[ ])

{

**for**(**int** i=1;i<=3;i++)

{

**char** ch='A';

**for**(**int** j=1;j<=3;j++)

{

System.***out***.print(ch);

ch++;

}

System.***out***.println();

}

}

}

![](data:image/png;base64,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)

**Pattern 18:**

ABC

DEF

GHI

**public** **class** Star\_Pattern\_8 {

**public** **static** **void** main(String args[ ])

{

**char** ch='A';

**for**(**int** i=1;i<=3;i++)

{

**for**(**int** j=1;j<=3;j++)

{

System.***out***.print(ch);

ch++;

}

System.***out***.println();

}

}

}
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**Pattern 18 :**

\* \* \* \*

\* \* \*

\* \*

\*

**public** **class** Pyramid3 {

**public** **static** **void** main(String args[ ])

{

**for**(**int** i=1;i<=4;i++)

{

**for**(**int** j=1;j<=4;j++)

{

**if**(i<=j)

{

System.***out***.print("\* ");

}

**else** {

System.***out***.print(" ");

}}

System.***out***.println();

}

}

}
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**Pattern 20:**

\*\*\*\*\*\*\*

\*\*\*\*\*

\*\*\*

\*

**public** **class** Pyramid4 {

**public** **static** **void** main(String args[])

{

**int** star=7,space=0;//(spaces before star)

**for**(**int** i=1;i<=4;i++)

{

**for**(**int** j=1;j<=space;j++)

{

System.***out***.print(" ");

}

**for**(**int** k=1;k<=star;k++)

{

System.***out***.print("\*");

}

star=star-2;

space=space+1;

System.***out***.println(" ");

}

}

}
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**Pattern 21 :**

\*

\*\*\*

\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*

\*\*\*

\*

**public** **class** Star\_Pattern\_9 {

**public** **static** **void** main(String args[])

{

**int** star=1,space=3;

**for**(**int** i=1;i<=7;i++)

{

**for**(**int** j=1;j<=space;j++)

{

System.***out***.print(" ");

}

**for**(**int** k=1;k<=star;k++)

{

System.***out***.print("\*");

}

**if**(i<=3 )

{

star=star+2;

space=space-1;

}

**else** {

star=star-2;

space=space+1;

}

System.***out***.println(" ");

}

}

}
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**Pattern 22:**

\*\*\*\*\*

\*\*\*

\*

\*\*\*

\*\*\*\*\*

**public** **class** Star\_Pattern\_10 {

**public** **static** **void** main(String args[])

{

**int** star=5,space=0;

**for**(**int** i=1;i<=5;i++)

{

**for**(**int** j=1;j<=space;j++)

{

System.***out***.print(" ");

}

**for**(**int** k=1;k<=star;k++)

{System.***out***.print("\*");

}

**if**(i<=2 )

{

star=star-2;

space=space+1;

}

**else** {

star=star+2;

space=space-1;

}

System.***out***.println(" ");

}

}

}
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**Pattern 23:**
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\*\*

\*\*\*

\*\*\*\*

\*\*\*

\*\*

\*

**public** **class** Star\_Pattern\_11 {

**public** **static** **void** main(String args[])

{

**int** star=1,space=0;

**for**(**int** i=1;i<=7;i++)

{

**for**(**int** k=1;k<=star;k++)

{

System.***out***.print("\*");

}

**if**(i<=3 )

{

star=star+1;

}

**else** {

star=star-1;

}

System.***out***.println(" ");

}

}

}
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**Pattern 24:**

\*

\*\*

\*\*\*

\*\*\*\*

\*\*\*

\*\*

\*

**public** **class** Star\_Pattern\_12 {

**public** **static** **void** main(String args[])

{

**int** star=1,space=3;

**for**(**int** i=1;i<=7;i++)

{

**for**(**int** j=1;j<=space;j++)

{

System.***out***.print(" ");

}

**for**(**int** k=1;k<=star;k++)

{

System.***out***.print("\*");

}

**if**(i<=3 )

{

star=star+1;

space=space-1;

}

**else** {

star=star-1;

space=space+1;

}

System.***out***.println(" ");

}

}

}
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**ARRAY PROGRAMS:**

* To find Array Frequency of **Odd-Even Number:**

**public** **class** Array\_Frequency\_Odd\_Even {

**public** **static** **void** main(String[] args) {

**int** a[]= {1,2,5,6,8,9};

**int** even=0;

**int** odd=0;

**for**(**int** i=0; i<a.length; i++)

{

**if**(a[i]%2==0)

{

even++;

}

**else**

{

odd++;

}

}

System.***out***.println("Frequency of even no : " +even);

System.***out***.println("Frequency of odd no : "+odd);

}

}

**Output :**

Frequency of even no : 3

Frequency of odd no : 3

* To find sum of Array Elements **:SUM**

**public** **class** SUM\_OF\_ARRAY\_ELEMENTS {

**public** **static** **void** main(String[] args) {

**int** a[] = {10,15,7,20,55,87,18,47};

**int** sum=0;

**for**(**int** i=0; i<a.length; i++)

{

sum= sum + a[i];

}

System.***out***.println("Sum of all Array Elements is : " +sum);

}

}

OUTPUT :

Sum of all Array Elements is : 259

* To find AVG of Array Elements **:AVG**

**public** **class** AVG\_ARRAY\_ELEMENTS {

**public** **static** **void** main(String[] args) {

**int** a[]= {10,26,29,34,76,49,53};

**int** sum=0;

**for**(**int** i=0; i<a.length; i++)

{

sum= sum+a[i];

}

System.***out***.println("The average of Array Elements is : " +sum/a.length);

}

}

OUTPUT :

The average of Array Elements is : 39

* To find BIG ELEMENTof Array Elements **:BIG ELEMENT**

**public** **class** BIG\_ELEMENT\_IN\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[] = {12,47,56,18,7,19,27};

**int** big = a[0];

**for**(**int** i=0; i<a.length; i++)

{

**if**(big<a[i])

{

big=a[i];

}

}

System.***out***.println("Biggest Element in Array is : " +big);

}

}

OUTPUT :

Biggest Element in Array is : 56

* To find SMALLEST ELEMENTof Array Elements **:SMALLEST ELEMENT**

**public** **class** SMALL\_ELEMENT\_IN\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[] = {10,37,45,7,59,93};

**int** small = a[0];

**for**(**int** i=0; i<a.length; i++)

{

**if**(small>a[i])

{

small= a[i];

}

}

System.***out***.println("Smallest Element in Array is : " +small);

}

}

OUTPUT :

Smallest Element in Array is : 7

* To find DUPLICATE ELEMENT of Array Elements **: DUPLICATE ELEMENT**

**public** **class** DUPLICATE\_ELEMENTS\_IN\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[]= {1, 25, 3, 1,1,2,3,3};

**for**(**int** i=0; i<a.length; i++)

{

**for**(**int** j=i+1; j<a.length; j++)

{

**if**(a[i]==a[j])

{

System.***out***.println("Duplicates of Array is : " +a[j]);

}

}

}

}

}

**OUTPUT :**

Duplicates of Array is : 1

Duplicates of Array is : 1

Duplicates of Array is : 3

Duplicates of Array is : 3

Duplicates of Array is : 1

Duplicates of Array is : 3

* To find Frequency of Number in Array**: Frequency of Number in Array**

**public** **class** FREQUENCY\_OF\_NUMBER\_IN\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[]= {10,15,12,17,12,12,18,12};

**int** num=12;

**int** count=0;

**for**(**int** i=0; i<a.length; i++)

{

**if**(a[i]==num)

{

count++;

}

}

System.***out***.println("Frequency of " +num + " in array is : " +count);

}

}

OUTPUT :

Frequency of 12 in array is : 4

* To find MISSING ELEMENT of Array Elements **: Missing Element in Array**

**public** **class** MISSING\_ELEMENT\_IN\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[] = {1,2,3,4,5,7,8,9,10};

**int** val=1;

**for**(**int** i=0; i<a.length; i++)

{

**if**(a[i]!=val)

{

**break**;

}

val++;

}

System.***out***.println("Missing Element in Array is : "+val);

}

}

OUTPUT :

Missing Element in Array is : 6

* To find Positive And Negative Element Count of Array Elements **: Positive And Negative Element Count**

**public** **class** POSITIVE\_AND\_NEGATIVE\_ELEMENT\_COUNT\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[]= {-10,-20,15,48,-15,47,78,-45};

**int** possitiveCount=0;

**int** negativeCount=0;

**for**(**int** i=0; i<a.length; i++)

{

**if**(a[i]>0)

{

possitiveCount++;

}

**else**

{

negativeCount++;

}

}

System.***out***.println("Possitive count of Element is : " +possitiveCount);

System.***out***.println("Negative count of Element is : " +negativeCount);

}

}

**OUTPUT :**

Possitive count of Element is : 4

Negative count of Element is : 4

* To reverse the given array: **Reverse Array**

**public** **class** REVERSE\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[] = {1,20,25,14,23,78,45,12};

**for**(**int** i=a.length-1; i>=0; i--)

{

System.***out***.print(a[i]+ " ");

}

}

}

**OUTPUT :**

12 45 78 23 14 25 20 1

* To find second highest element from an array without sorting: **SECOND HIGHEST ELEMENT**

**public** **class** SECOND\_HIGHEST\_ELEMENT\_IN\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[]= {22,5,6,88,9};

**int** max=a[0];

**int** secmax=a[0];

**for**(**int** i=1;i<a.length;i++)

{

**if**(a[i]>max)

{

secmax=max;

max=a[i];

}

**else** **if**(a[i]>secmax)

{

secmax=a[i];

}

}

System.***out***.println("maximum value : "+max);

System.***out***.println("second maximum value : "+secmax);

}

}

**OUTPUT :**

maximum value : 88

second maximum value : 22

* To find second smallest element from an array without sorting: **SECOND SMALLEST ELEMENT**

**public** **class** SECOND\_SMALLEST\_ELEMENT\_IN\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** a[]= {22,5,6,88,9};

**int** min=a[0],secmin=a[0];

**for**(**int** i=1;i<a.length;i++)

{

**if**(a[i]<min)

{

secmin=min;

min=a[i];

}

**else** **if**(a[i]<secmin)

{

secmin=a[i];

}

}

System.***out***.println("minimum value : "+min);

System.***out***.println("second minimum value : "+secmin);

}

}

**OUTPUT :**

minimum value : 5

second minimum value : 6

* To find all missing numbers from 1 to 60 from an array: **FIND ALL MISSING** **ELEMENTS IN ARRAY**

**public** **class** FIND\_ALL\_MISSING\_ELEMENTS\_IN\_ARRAY {

**public** **static** **void** main(String[] args) {

**boolean** status=**true**;

**int** a[]= {22,17,4,46,8,2,56};

**for**(**int** j=1;j<=60;j++)

{

**for**(**int** i=0;i<a.length;i++) {

**if**(j==a[i])

{

status=**false**;

**break**;

}

}

**if**(status==**true**)//number is not present

{

System.***out***.print(" " +j);

}

status=**true**;//for every number status should be true

}

}

}

**OUTPUT :**

1 3 5 6 7 9 10 11 12 13 14 15 16 18 19 20 21 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 47 48 49 50 51 52 53 54 55 57 58 59 60

* To Sort the array elements using for-each loop:**SORT\_ARRAY**

**public** **class** SORT\_ARRAY {

**public** **static** **void** main(String[] args) {

**int** [] jk = **new** **int** [5] ;

jk [0]=3;

jk [1]=8;

jk [2]=5;

jk [3]=11;

jk [4]=15;

System.***out***.println("\*\*\*\*\*\*\*\*\*\*Before Sorting of array\*\*\*\*\*\*\*\*");

**int** size = jk.length;

System.***out***.println(size);

**for** (**int** bb:jk) {

System.***out***.println(bb);

}

System.***out***.println("\*\*\*\*\*\*\*\*\*\*AfterSortingOfArray\*\*\*\*\*\*\*\*\*\*\*\*");

Arrays.*sort*(jk);

**for** (**int** cx:jk) {

System.***out***.println(cx);

}

}

}

OUTPUT :

\*\*\*\*\*\*\*\*\*\*Before Sorting of array\*\*\*\*\*\*\*\*

5

3

8

5

11

15

\*\*\*\*\*\*\*\*\*\*AfterSortingOfArray\*\*\*\*\*\*\*\*\*\*\*\*

3

5

8

11

15

**PROGRAMS ON STRING:**

* To find **duplicate string :**

**public** **class** FIND\_DUPLICATE\_STRING {

**public** **static** **void** main(String[] args) {

String a[]= {"Rohit", "Rahul", "Rohit", "Rahul","Suryawanshi"};

**for**(**int** i=0; i<a.length; i++)

{

**for**(**int** j=i+1; j<a.length; j++)

{

**if**(a[i].equals(a[j]))

{

System.***out***.println("Duplicate of String is : " +a[j]);

}

}

}

}

}

**OUTPUT :**

Duplicate of String is : Rohit

Duplicate of String is : Rahul

* To find frequency of alphabet in given string: **FREQUENCY OF** **ALPHABET**

**public** **class** FREQUENCY\_OF\_ALPHABET {

**public** **static** **void** main(String[] args) {

**int** counter =0;

String str = "I Love My Counnntry";

**char** c ='n';

**for**(**int** i=0; i<str.length(); i++)

{

**if**(c==str.charAt(i))

{

counter++;

}

}

System.***out***.println("Frequency of " +c+ " = " +counter);

}

}

OUTPUT :

Frequency of n = 3

* Java program to check whether given string is palindrome string: **PALINDROME STRING**

**public** **class** PALINDROME\_STRING {

**public** **static** **void** main(String[] args) {

String rev="";

String str="MADAM";

String org= str;

**for**(**int** i=str.length()-1; i>=0; i--)

{

rev= rev+ str.charAt(i);

}

System.***out***.println(rev);

**if**(org.equals(rev))

{

System.***out***.println(rev+ " is a palindrome String");

}

**else**

{

System.***out***.println(rev+ " is not a palindrome String");

}

}

}

**OUTPUT :**

MADAM

MADAM is a palindrome String

* Java program to reverse each word of given string : **REVERSE EACH WORD** **OF GIVEN STRING**

**public** **class** REVERSE\_EACH\_WORD\_OF\_GIVEN\_STRING {

**public** **static** **void** main(String[] args) {

String a = "Hello I am Sourabh";

String word[] = a.split(" ");

**for**(String element: word)

{

System.***out***.print(" ");

**for**(**int** i=element.length()-1; i>=0; i--)

{

**char** b = element.charAt(i);

System.***out***.print(b);

}

}

}

}

OUTPUT :

olleH I ma hbaruoS

* Java program to reverse each word of given string : **reverse string** **with spaces**

**public** **class** REVERSE\_EACH\_WORD {

**public** **static** **void** main(String[] args) {

String a ="Rohit is a Automation tester";

String [] b= a.split(" ");

**for**(**int** i=b.length-1; i>=0; i--)

{

System.***out***.print(" ");

System.***out***.print(b[i]);

}

}

}

**OUTPUT :**

tester Automation a is Rohit

* Java program to reverse the given string completely : **REVERSE STRING**

**public** **class** STRING\_REVERSE\_COMPLETE {

**public** **static** **void** main(String[] args) {

String rev ="";

String str = "I Love My Country";

**for**(**int** i=str.length()-1; i>=0; i--)

{

rev = rev + str.charAt(i);

}

System.***out***.println(rev);

}

}

**OUTPUT :**

yrtnuoC yM evoL I

* To check count of e/E character present in a String s="javaEEdeve"

**public** **class** STRING\_COUNT {

**public** **static** **void** main(String[] args) {

String s="javaEEdeve";

**int** count=0;

**for**(**int** i=0;i<s.length();i++)

{

**if**(s.charAt(i)=='e'||s.charAt(i)=='E')

{

count++;

}

}

System.***out***.println("Count of E/e is : "+count);

}

}

**OUTPUT :**

Count of E/e is : 4

* To find smaller case vowels from string s="javadev" a.print vowels b.count vowels:**FIND COUNT OF VOWELS**

**public** **class** FIND\_VOWELS\_OF\_GIVEN\_STRING {

**public** **static** **void** main(String[] args) {

String s="javadev";

**int** count=0;

**for**(**int** i=0;i<s.length();i++)

{

**if**(s.charAt(i)=='a'||s.charAt(i)=='e'||s.charAt(i)=='i'||

s.charAt(i)=='o'||s.charAt(i)=='u')

{

System.***out***.println(s.charAt(i));

count++;

}

}

System.***out***.println("Count of vowels in smaller case is : "+count);

}

}

**OUTPUT:**

a

a

e

Count of vowels in smaller case is : 3

* To count no of words present in string: **COUNT OF WORDS IN GIVEN STRING**

**public** **class** COUNT\_OF\_WORD\_IN\_STRING {

**public** **static** **void** main(String[] args) {

String s=" I am a java developer ";

System.***out***.println("Before trimming:"+s);

String s1=s.trim(); //helps to remove spaces from start and end //of sentence

System.***out***.println("After trimming:"+s1);

**int** count=1;

**for**(**int** i=0;i<s1.length();i++) {

**if**(s1.charAt(i)==' ' && s1.charAt(i+1)!=' ') {

count=count+1;

}

}

System.***out***.println("No of words are : "+count);

}

}

**OUTPUT :**

Before trimming: I am a java developer

After trimming:I am a java developer

No of words are : 5

* To print all characters only once from string String s="javajavajavadevdevdev" : **PRINT\_CHARACTERS\_ONLY\_ONCE\_OF\_STRING**

**public** **class** PRINT\_CHARACTERS\_ONLY\_ONCE\_OF\_STRING {

**public** **static** **void** main(String[] args) {

String s="javajavajavadevdev";

String un="";

**for**(**int** i=0;i<s.length();i++) {

**char** ch=s.charAt(i);

**if**(un.indexOf(ch)==-1) {

un=un+ch;

}

}

System.***out***.println("Unique string is :"+un);

}

}

**OUTPUT :**

Unique string is :javde

* To count longest word from a string String s="I am a java developer": **COUNT OF LARGEST WORD**

**public** **class** FIND\_LARGEST\_WORD\_OF\_GIVEN\_STRING {

**public** **static** **void** main(String[] args) {

String s="I am a java developer";

String s1[]=s.split(" ");

System.***out***.println("length of array : "+s1.length);

**for**(**int** i=0;i<s1.length;i++)

{

System.***out***.print(s1[i]+"-");

System.***out***.println(s1[i].length());

}

**int** max=0;

**for**(**int** i=0;i<s1.length;i++)

{

**if**(s1[i].length()>max)

{

max=s1[i].length();

}

}

System.***out***.print("The longest word from the string : "+max);

}

}

**OUTPUT :**

length of array : 5

I-1

am-2

a-1

java-4

developer-9

The longest word from the string : 9

* To calculate frequency of characters present in a string "javadev" : **FREQUENCY OF CHARACTERS IN GIVEN STRING**

**public** **class** FREQUENCY\_OF\_CHARACTERS {

**public** **static** **void** main(String[] args) {

String str="javadev";

String s=str.toUpperCase();//s=JAVADEV

**char**[] s1=s.toCharArray();//{'J','A','V','A','D','E','V'}

**for**(**char** ch='A';ch<='Z';ch++)

{

**int** count=0;

**for**(**int** i=0;i<s1.length;i++)

{

**if**(ch==s1[i])

{

count++;

}}

**if**(count>0)

System.***out***.println(ch+"-"+count);

}

}

}

**OUTPUT :**

A-2

D-1

E-1

J-1

V-2

* **STRING MODIFICATIONS:**
* WAP to replace e with a in given string "java development"
* WAp to replace "java" with "core java" in given "java development"
* WAP to remove spaces from given string "java development"
* WAP to remove all capital letters from string "jAvA DeVeloPer"
* WAP to remove all small letters from same string
* WAP to remove digits from string "ja123vaDEveloper"
* WAP to remove vowels from string "ja123vaDEveloper

**public** **class** STRING\_MODIFICATIONS {

**public** **static** **void** main(String[] args) {

String s="java development";

String r1=s.replace('e','a');

System.***out***.println(r1);

String r2=s.replaceAll("java","core java");

System.***out***.println(r2);

String r3=s.replaceAll(" ","");

System.***out***.println(r3);

String s1="jAvA DeVeloPer";

String r4=s1.replaceAll("[A-Z]","");

System.***out***.println(r4);

String r5=s1.replaceAll("[a-z]","");

System.***out***.println(r5);

String s2="ja123vaDEveloper";

String r6=s2.replaceAll("[0-9]","");

System.***out***.println(r6);

String r7=s2.replaceAll("[aeiouAEIOU]","");

System.***out***.println(r7);

}

}

**OUTPUT :**

java davalopmant

core java development

javadevelopment

jv eeloer

AA DVP

javaDEveloper

j123vDvlpr

* **Java Program based on user input (Scanner class ):**
* **Factorial Number:**

**public** **class** Factorial {

**public** **static** **void** main(String[] args) {

Scanner jk = **new** Scanner (System.***in***);

System.***out***.println("Enter your number?");

**int** number = jk.nextInt();

**int** i;

**int** fact=1;

**for** ( i=1; i<=number ;i++) {

fact = fact\*i;

}

System.***out***.println("Your value is:"+fact);

jk.close();

}

}

**OUTPUT :**

Enter your number?

5

Your value is:120

* **Palindrome Number:**

**import** java.util.Scanner;

**public** **class** Palindrome\_Number {

**public** **void** method2() {

Scanner as =**new** Scanner (System.***in***) ;

System.***out***.println("Enter your palindrome number?");

**int** number = as.nextInt();

**int** remain=0;

**while** (number > 0) {

remain = remain\*10+ number%10;

number = number/10;

}

System.***out***.println("your palindrome number is : "+remain);

as.close();

}

**public** **static** **void** main(String[] args) {

Palindrome\_Number jk = **new** Palindrome\_Number ();

jk.method2();

}

}

**OUTPUT :**

Enter your palindrome number?

121

your palindrome number is : 121

* **Reverse Number:**

**import** java.util.Scanner;

**public** **class** Reverse\_number {

**public** **static** **void** main(String[] args) {

Scanner jk = **new** Scanner (System.***in***);

System.***out***.println("Enter your number");

**int** number =jk.nextInt();

**int** rev =0;

**while** (number >0) {

rev = rev \*10+ number %10;

number = number/10;

}

System.***out***.println("Your reverse number is : " + rev);

jk.close();

}

}

**OUTPUT :**

Enter your number

12345

Your reverse number is : 54321

* **Prime Number :**

**public** **class** PRIME\_NUMBER {

**public** **static** **void** main(String[] args) {

Scanner input = **new** Scanner(System.***in***);

System.***out***.println("Enter your number ");

**int** number= input.nextInt();

**int** c=0;

**for** (**int** i=2 ; i<=number ;i++) {

**if**(number%i==0) {

c++;

}

}

**if**(c==1) {

System.***out***.println(number + " : is a prime number");

}

**else** {

System.***out***.println(number + " : is not a prime number");

}

}

}

OUTPUT :

Enter your number

11

11 : is a prime number

* **FIBONACCI SERIES:**

**public** **class** FibonnasiSeries {

**public** **static** **void** main(String[] args) {

Scanner input = **new** Scanner(System.***in***);

System.***out***.println("Enter your number ");

**int** number= input.nextInt();

**int** a=0;

**int** b=1;

**int** c;

**int** i=0;

System.***out***.print("FibonnasiSeries is as :");

**while** (i<=number) {

c=a+b;

a=b;

b=c;

i++;

System.***out***.print(" " +c);

}

}

}

**OUTPUT :**

Enter your number

12

FibonnasiSeries is as : 1 2 3 5 8 13 21 34 55 89 144 233 377

* **ARMSTRONG NUMBER:**

**public** **class** AromstrongNumber {

**public** **static** **void** main(String[] args) {

Scanner input = **new** Scanner(System.***in***);

System.***out***.println("Enter your number ");

**int** number= input.nextInt();

**int** rev =0 ;

**int** rem ;

**int** arms = number ;

**while** (number > 0) {

rem = number % 10 ;

rev = rev + rem \*rem \* rem \* rem;

number = number / 10 ;

}

System.***out***.println(rev);

**if** (rev ==arms) {

System.***out***.println(rev + " is a armstrong number");

}

**else** {

System.***out***.println(rev+ " is not a armstrong number");

}

}

}

**OUTPUT:**

Enter your number

1634

1634

1634 is a armstrong number

* **SWAP NUMBERS :**

**public** **class** SwapNumber {

**public** **static** **void** main(String[] args) {

Scanner input = **new** Scanner(System.***in***);

System.***out***.println("Enter your number ");

**int** number1= input.nextInt();

**int** number2= input.nextInt();

**int** c;

c=number1;

number1=number2;

number2=c;

System.***out***.println("The value of number1 is:"+ number1);

System.***out***.println("The value of number2 is "+number2);

}

}

**OUTPUT :**

Enter your number

10

12

The value of number1 is:12

The value of number2 is 10

* Creation of 2 D array by using Scanner class :

**public** **class** CREATE\_2D\_ARRAY {

**public** **static** **void** main(String[] args) {

Scanner sc=**new** Scanner(System.***in***);

System.***out***.println("Enter Row Size :");

**int** rowsize=sc.nextInt();

System.***out***.println("Enter Column Size :");

**int** colsize=sc.nextInt();

**int** a[][]=**new** **int**[rowsize][colsize];

//for taking values from user

System.***out***.println("Enter the elements :");

**for**(**int** i=0;i<rowsize;i++) {

**for**(**int** j=0;j<colsize;j++) {

a[i][j]=sc.nextInt();

}}

//for printing values

**for**(**int** i=0;i<rowsize;i++) {

**for**(**int** j=0;j<colsize;j++) {

System.***out***.println("Value at a["+i+"]["+j+"]th : "+a[i][j]);

}}

}

}

**OUTPUT :**

Enter Row Size :

3

Enter Column Size :

2

Enter the elements :

6

5

4

3

2

1

Value at a[0][0]th : 6

Value at a[0][1]th : 5

Value at a[1][0]th : 4

Value at a[1][1]th : 3

Value at a[2][0]th : 2

Value at a[2][1]th : 1

* **Prime number between range :**

**public** **class** PrimeNumberBetweenRange {

**public** **static** **void** main(String[] args) {

Scanner jk = **new** Scanner (System.***in***);

System.***out***.println("Enter your number?");

**int** number = jk.nextInt();

System.***out***.print("Prime numbers are :");

**int** c=0;

**for** (**int** i=jk.nextInt(); i<=number ;i++) {

**for** (**int** j=2 ; j<=i ; j++) {

**if**(i%j==0) {

c++;

}

}

**if** (c==1) {

System.***out***.print(" "+ i);

}

**else** {

c=0;

}

}

}

}

OUTPUT:

Enter your number?

100

Prime numbers are :

50

53 59 61 67 71 73 79 83 89 97

* **Natural Numbers:**

**import** java.util.Scanner;

**public** **class** NaturalNumbers {

**public** **static** **void** main(String[] args) {

Scanner jk = **new** Scanner (System.***in***);

System.***out***.println("Enter your number?");

**int** number = jk.nextInt();

System.***out***.print("Natural numbers are : ");

**for** (**int** b=1; b<=number; b++) {

System.***out***.print(" "+b);

}

}

}

**OUTPUT :**

Enter your number?

10

Natural numbers are : 1 2 3 4 5 6 7 8 9 10

* **LEAP YEAR:**

**public** **class** Leap\_Year {

**public** **static** **void** main(String[] args) {

// find leap year

/\*condition=

1)century proper divide by 400 OR

2) proper divide by 4

3) but not divisible by 100\*/

Scanner P=**new** Scanner(System.***in***);

System.***out***.print("Enter Year=");

**int** year= P.nextInt();

//int year =2001;

**if**(year% 4==0)

{

**if**(year%100==0)

{

**if**(year%400==0)

{

System.***out***.println(" leap year");

}

**else** {

System.***out***.println(" not leap year");

}

}

**else** {

System.***out***.println(" leap year");

}

}

**else** {

System.***out***.println(" not leap year");

}

}

}

**OUTPUT :**

Enter Year=

2021

not leap year

**PROGRAMS ON COLLECTIONS:**

* **Write a program to traverse (or iterate) ArrayList:**

**public** **class** ITERATE\_ARRAYLIST {

**public** **static** **void** main(String args[]) {

// initialize ArrayList

ArrayList<Integer> al = **new** ArrayList<Integer>();

// add elements to ArrayList object

al.add(3);

al.add(17);

al.add(6);

al.add(9);

al.add(7);

System.***out***.println("Using Advanced For Loop");

// printing ArrayList

**for** (Integer num : al) {

System.***out***.println(num);

}

}

}

**OUTPUT:**

Using Advanced For Loop

3

17

6

9

7

* **Write a program to convert List to Array:**

**public** **class** ARRAYLIST\_TO\_ARRAY\_CONVERSION {

**public** **static** **void** main(String args[]) {

// Creating and initializing ArrayList

ArrayList<String> fruits = **new** ArrayList<>();

fruits.add("Apple");

fruits.add("Banana");

fruits.add("Mango");

fruits.add("Pear");

// ArrayList to String array conversion

String str [] = **new** String [fruits.size()];

**for** (**int** i=0 ; i<fruits.size(); i++) {

str[i]=fruits.get(i);

System.***out***.println(str[i]);

}

System.***out***.println("\*\*\*\*\*\*\*\_by using advanced for loop\_\*\*\*\*\*\*\*\*");

//print element by using advance for loop:

**for** ( String ss : str) {

System.***out***.println(ss);

}

}

}

**OUTPUT:**

Apple

Banana

Mango

Pear

\*\*\*\*\*\*\*\_by using advanced for loop\_\*\*\*\*\*\*\*\*

Apple

Banana

Mango

Pear

* **Write a program to traverse (or iterate) HashSet:**

**import** java.util.HashSet;

**import** java.util.Iterator;

**public** **class** ITERATE\_HASHSET {

**public** **static** **void** main(String args[]) {

// Declaring a HashSet

HashSet<String> hashset = **new** HashSet<String>();

// Add elements to HashSet

hashset.add("Pear");

hashset.add("Apple");

hashset.add("Orange");

hashset.add("Papaya");

hashset.add("Banana");

// Get iterator

Iterator<String> it = hashset.iterator();

// Show HashSet elements

System.***out***.println("HashSet contains: ");

**while**(it.hasNext()) {

System.***out***.println(it.next());

}

}

}

**OUTPUT:**

HashSet contains:

Apple

Pear

Papaya

Orange

Banana

* **Write a program to convert Array to List:**
* **Method 1 : Using Arrays.asList() method**

**import** java.util.ArrayList;

**import** java.util.Arrays;

**public** **class** ARRAY\_TO\_ARRAYLIST\_CONVERSION {

**public** **static** **void** main(String args[]) {

// Declaring and initializing Array

String[] cities={"Boston", "Dallas", "New York", "Chicago"};

//Converting Array to ArrayList using Arrays.asList()

ArrayList<String> list= **new** ArrayList<>(Arrays.*asList*(cities));

// Add more elements to the converted list

list.add("San Francisco");

list.add("San jose");

// Print arraylist elements using for-each loop

**for**(String s : list) {

System.***out***.println(s);

}

}

}

**OUTPUT:**

Boston

Dallas

New York

Chicago

San Francisco

San jose

* **Method 2 : Using Collections.addAll() method:**

**public** **class** ARRAY\_TO\_ARRAYLIST\_CONVERSION2 {

**public** **static** **void** main(String args[]) {

// Creating and initializing Array

String[] strArray = {"AAA", "BBB", "CCC", "DDD"};

// Declaring ArrayList

ArrayList<String> al = **new** ArrayList<>();

//Converting Array to ArrayList using addAll() method

Collections.*addAll*(al, strArray);

// Add more elements to the converted list

al.add("YYY");

al.add("ZZZ");

// Displaying arraylist elements using for-each loop

**for**(String s : al) {

System.***out***.println(s);

}

}

}

**OUTPUT:**

AAA

BBB

CCC

DDD

YYY

ZZZ

* **Method 3 : Using add() method:**

**import java.util.ArrayList;**

**import java.util.Arrays;**

**import java.util.Collections;**

**public class ARRAY\_TO\_ARRAYLIST\_CONVERSION3 {**

**public static void main(String args[]) {**

**// Declaring and instantiating ArrayList in one step**

**ArrayList<String> al = new ArrayList();**

**// Given initialized array**

**String[] strArray = {"Cocacola", "Pepsi", "Fanta", "Dr Pepper"};**

**//Converting Array to ArrayList manually**

**for (int i=0; i < strArray.length ; i++) {**

**// Adding every element of array to the ArrayList**

**al.add(strArray[i]);**

**}**

**// Showing arraylist elements using for-each loop**

**for(String str1 : al) {**

**System.out.println(str1);**

**}**

**}**

**}**

**OUTPUT:**

Cocacola

Pepsi

Fanta

Dr Pepper

* **Write a program to iterate the HashMap:**

**import** java.util.HashMap;

**public** **class** ITERATE\_HASHMAP {

**public** **static** **void** main(String args[]) {

// Creating a HashMap of String keys and String values

HashMap<String, String> hashmap = **new** HashMap<String, String>();

hashmap.put("Key1", "Value1");

hashmap.put("Key2", "Value2");

System.***out***.println("Iterating or looping map using foreach loop");

// Iterating or looping using keySet() method

**for** (String key : hashmap.keySet()) {

System.***out***.println("key: " + key + " value: " +

hashmap.get(key));

}

}

}

**OUTPUT:**

Iterating or looping map using foreach loop

key: Key2 value: Value2

key: Key1 value: Value1

Write a program to sort ArrayList using Comparable and Comparator?

**import** java.util.TreeSet;

**public** **class** TreeSetClass {

**public** **static** **void** main(String[] args) {

TreeSet<String> jk = **new** TreeSet<String>(**new** ComparatorDiscussion());

jk.add("Riddhi");

jk.add("Siddhi");

jk.add("Vedant");

jk.add("Badri");

jk.add("Digu");

System.***out***.println(jk);

}

}

**import** java.util.Comparator;

**public** **class** ComparatorDiscussion **implements** Comparator<String> {

@Override

**public** **int** compare(String o1, String o2) {

**return** o1.compareTo(o2);

}

}

**OUTPUT :**

[Badri, Digu, Riddhi, Siddhi, Vedant]

* **Write a program to sort ArrayList in descending order:**

**public** **class** ARRAYLIST\_DECENDING\_ORDER {

**public** **static** **void** main(String args[]) {

ArrayList<String> arrList = **new** ArrayList();

arrList.add("Apple");

arrList.add("Banana");

arrList.add("Pear");

arrList.add("Mango");

/\*Unsorted List: ArrayList content before sorting\*/

System.***out***.println("ArrayList Before Sorting:");

**for**(String s: arrList){

System.***out***.println(s);

}

/\* Sorting in decreasing (descending) order\*/

Collections.*sort*(arrList, Collections.*reverseOrder*());

/\* Sorted List in reverse order\*/

System.***out***.println("ArrayList in descending order:");

**for**(String str: arrList){

System.***out***.println(str);

}

}

}

**OUTPUT:**

Apple

Banana

Pear

Mango

ArrayList in descending order:

Pear

Mango

Banana

Apple

* **Write a program to convert LinkedList to ArrayList:**

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** LINKED\_LIST\_TO\_ARRAYLIST\_CONVERSION {

**public** **static** **void** main(String args[]) {

// Creating LinkedList Object

LinkedList<String> linkedlist = **new** LinkedList<String>();

linkedlist.add("Mango");

linkedlist.add("Banana");

linkedlist.add("Pear");

linkedlist.add("Apple");

linkedlist.add("Orange");

// Converting LinkedList to ArrayList

List<String> list = **new** ArrayList(linkedlist);

**for** (String s : list) {

System.***out***.println(s);

}

}

}

**OUTPUT :**

Mango

Banana

Pear

Apple

Orange

* **Write a program to convert HashSet to Array:**

**import** java.util.HashSet;

**public** **class** HASHSET\_TO\_ARRAY\_CONVERSION {

**public** **static** **void** main(String args[]) {

// Create a HashSet object

HashSet<String> hashset = **new** HashSet<String>();

// Adding elements to HashSet object

hashset.add("Doctor");

hashset.add("Engineer");

hashset.add("Lawyer");

hashset.add("Police");

// Printing HashSet elements

System.***out***.println("HashSet contains: "+ hashset);

// Creating an Array of HashSet size

String[] array = **new** String[hashset.size()];

// Converting HashSet to Array using toArray() method

hashset.toArray(array);

// Printing Array elements

System.***out***.println("Array contains: ");

**for** (String str : array) {

System.***out***.println(str);

}

}

}

**OUTPUT:**

HashSet contains: [Engineer, Doctor, Lawyer, Police]

Array contains:

Engineer

Doctor

Lawyer

Police

* **Write a program to reverse ArrayList in java:**

**import** java.util.ArrayList;

**import** java.util.Collections;

**public** **class** REVERSE\_ARRAYLIST {

**public** **static** **void** main(String[] args)

{

//Creating an ArrayList object

ArrayList<String> arrlist = **new** ArrayList<String>();

//Adding elements to ArrayList object

arrlist.add("Apple");

arrlist.add("Amazon");

arrlist.add("Facebook");

arrlist.add("Google");

arrlist.add("IBM");

arrlist.add("Tesla");

//Displaying ArrayList Before Reverse

System.***out***.println("Before Reverse ArrayList:");

System.***out***.println(arrlist);

/\*Reversing the list using

Collections.reverse() method\*/

Collections.*reverse*(arrlist);

//Displaying list after reverse

System.***out***.println("After Reverse ArrayList:");

System.***out***.println(arrlist);

}

}

**OUTPUT :**

Before Reverse ArrayList:

[Apple, Amazon, Facebook, Google, IBM, Tesla]

After Reverse ArrayList:

[Tesla, IBM, Google, Facebook, Amazon, Apple]

**public** **class** ITERATE\_TREEMAP {

* **Write a program to iterate TreeMap in java:**

**public** **static** **void** main(String args[]) {

// Declaring a TreeMap of String keys and String values

TreeMap<String, String> treemap = **new** TreeMap<String, String>();

// Add Key-Value pairs to TreeMap

treemap.put("Key1", "Pear");

treemap.put("Key2", "Apple");

treemap.put("Key3", "Orange");

treemap.put("Key4", "Papaya");

treemap.put("Key5", "Banana");

// Get Set of entries

Set set = treemap.entrySet();

// Get iterator

Iterator it = set.iterator();

// Show TreeMap elements

System.***out***.println("TreeMap contains: ");

**while**(it.hasNext()) {

Map.Entry pair = (Entry) it.next();

System.***out***.print("Key is: "+pair.getKey() + " and ");

System.***out***.println("Value is: "+pair.getValue());

}

}

}

**OUTPUT:**

TreeMap contains:

Key is: Key1 and Value is: Pear

Key is: Key2 and Value is: Apple

Key is: Key3 and Value is: Orange

Key is: Key4 and Value is: Papaya

Key is: Key5 and Value is: Banana